## **1: Converting MD Trajectories into Dihedral Trajectories**

**Note**: Commands will be described so you know what’s going on under the hood. Scripts that run the important commands for you are provided in the repository.

### **1.1: Trimming Raw Trajectories**

**1.1.0: Checking Trajectories**

Before and after the production run is done, be mindful and check your simulation results. You should use “gmx dump” to check your inputs. You also need to load your trajectories into VMD and visualize them to make sure nothing strange has happened such as a deformed water box with a cavity, or abnormal peptide structures.

It is important to check that your simulations did not contain any frames where your peptide has a conformation with *cis* peptide bonds, and also that the chiralities of the amino acids in the simulated peptide sequence match what is expected. To check your trajectories, both biased and neutral, for these issues, use the pair of scripts check\_trajComment.py and check\_chiralComment.py in the repository. When using these scripts, be sure to understand what use cases they are designed to handle – as discussed in the README files – and what software dependencies they have; be sure to run them with Python 3. The scripts are designed to handle protein-only systems, so you should trim your trajectory using commands like discussed in Section **1.1.1**, reproduced here for your convenience:

gmx\_mpi trjconv -f s1\_prodX.xtc -s s1\_topolX.tpr -o s1\_trimmed\_prodX.xtc -pbc mol,  
and select the atom group corresponding to your protein only system when prompted by GROMACS.

When providing a .gro file, remove any solvent water molecules (and accordingly update the value in the .gro file indicating the number of atoms). The specific atom positions are not important for these scripts, only the atom names and numbers.

The python scripts use GROMACS commands within them to process your trajectories, as well as Python 3. Index files which list the frame numbers of your trajectory with and without problems will be created when running the scripts. If your trajectory was called prod12.trj, these index files would be prod12\_cis.ndx and prod12\_trans.ndx for check\_trajComment.py, and prod12\_bad\_chirality.ndx and prod12\_good\_chirality.ndx for check\_chiralComment.py. Example usage:

python check\_trajComment.py –gro prodProteinOnly.gro –trj s1\_trimmed\_prodX.xtc –cyclic True –cutoff 120

python check\_chiralComment.py –gro prodProteinOnly.gro –trj s1\_trimmed\_prodX.xtc –seq GNSRV

**1.1.1: Creating Trimmed Trajectories**

Now that your production run has been completed successfully, you can analyze your simulation trajectories in more depth. To begin the process, you will first need to make modifications to the trajectories of your neutral replicas. These modifications include trimming the length of the output trajectories, desolvating these trajectories, and removing periodic boundary conditions. Trimming your trajectory allows you to specify the time frame of your simulation that you wish to analyze, desolvating your trajectories will allow you to reduce your file size by excluding water molecules that will not be needed for this analysis, and removing periodic boundary conditions will ensure that your peptide structure is not split across your simulation box boundaries. These steps can be done for trajectory X of your s1 structure using the following command:

gmx\_mpi trjconv -f s1\_prodX.xtc -s s1\_topolX.tpr -o s1\_trimmed\_prodX.xtc -b FIRST\_FRAME -e LAST\_FRAME -pbc mol

\*Note that the units of FIRST\_FRAME and LAST\_FRAME are **picoseconds**, not frame number indices. FIRST\_FRAME will be the frame number you want your trimmed trajectory to start at and LAST\_FRAME will be the frame you want your trimmed trajectory to end at. The -pbc mol flag will remove periodic boundary conditions from your trimmed trajectory.

Ex: if you want to analyze the last 50 ns of a 100 ns simulation, -b would be 50001 and -e 100000.

Repeat this command until you have trimmed trajectory files for every neutral replica of s1 and s2. Then, concatenate the modified trajectories for s1 and s2, respectively, for use in a later step. You can concatenate your trajectory files using the following command:

gmx\_mpi trjcat -f s1\_trimmed\_prod\*.xtc -cat -nosort -o s1cPROT\_all.xtc

\*In this command, all trimmed trajectories for structure s1 will be concatenated. Note that the order in which you concatenate your s1 trajectory files does not matter.

### **1.2: Preparing Files for dPCA Calculations**

**1.2.1: Rewrite “Dummy” GROMACS Trajectories in Terms of Dihedral Angles (VMD\_GenφψIndex.sh and driver\_GenDihedTraj.sh)**

Now that you have created trimmed versions of your trajectory you will need to make a few more modifications before we can begin analysis. Since dPCA calculations are reliant upon calculating the sine and cosine of all *φ* and *ψ* dihedral angles (See Section 2), you will need to rewrite your trimmed trajectories to be written in terms of the backbone dihedral angles of your peptide structure. This can be done by using:

gmx\_mpi angle -f foo.xtc -n dangle.ndx -or dangle.trr -type dihedral

where dangle.ndx (dihedral angle) lists the atom number indices for each *φ* and *ψ* dihedral, line by line. Note that dangle.ndx is an index file that you will need to generate yourself. This can be done by either writing the index file by hand or using a script to generate it from a .gro file. The output dangle.trr is the “dummy” GROMACS trajectory with the sine and cosine of your defined dihedral angles represented as “atom coordinates”. Record your number of dihedrals, *N*. For example, for a cyclic hexapeptide, you may have defined 6 *φ* and 6 *ψ* angles, so 12 dihedrals in total. *N* = 12 is needed for the next step.

**1.2.2: Create “Dummy” Index File and .gro File for “Dummy” GROMACS Trajectory**

Now let’s do a simple math problem:

Given that for every frame in your rewritten “dummy” trajectory dangle.trr, there are 2*N* numbers (1 sine and 1 cosine for each dihedral), and given that in a .gro file, every atom stores three coordinate values, how many “atoms” (*M*) do you have for your *N* dihedrals in every frame?

For a cyclic hexapeptide, *M* = 2\**N*/3 = 8

Remember to round up if *M* is not an integer, so you don’t drop any coordinate. For example, if *N* = 14, *M* = 10.

Here is what’s in the “dummy” index file covar.ndx, enumerating from 1 to *M*. If *M* = 8,

[dummy]

1 2 3 4 5 6 7 8

Then this “dummy” index file is read in along with the “dummy” GROMACS trajectory to create a “dummy” gro file.

gmx\_mpi trjconv -s foo.gro -f foo.gro -o resized.gro -n covar.ndx -e 0

where foo.gro file is the real .gro file for this system (actually, any .gro file would work). The output of this command should be a .gro file with M atoms in it. The actual atoms and coordinate values are irrelevant, because we just need a .gro file with at least 2N coordinate entries. When we pass this .gro file to gmx\_mpi covar, we tell covar to essentially ignore the mass & position data included in this file.

### **Quiz:**

1. What three modifications must be made to your trajectory files? Why must these changes be made?
2. Why must trajectories be rewritten in terms of dihedral angles?
3. Why is a dummy index file created? What is the significance of the number of values listed in this dummy index file?

**2: Performing dPCA Calculation on the “Dummy” GROMACS Trajectory**

### **2.1: Using GROMACS to diagonalize the covariance matrix (phipsi/covar/CalcCovar.sh)**

To actually perform the PCA, you need to diagonalize the covariance matrix of your coordinates. You need to provide your “dummy” gro and index files as well as some options to tell the tool not to do fitting or mass weighting. If something goes wrong here, there might be an error in the files you had to create in the steps before.

gmx\_mpi covar -f dangle.trr -n covar.ndx -ascii -xpm -nofit -nomwa -noref -nopbc -s resized.gro

where dangle.trr is the concatenated dihedral trajectory for both s1 and s2 together. Then in the next step the results will be projected into the same PC space separately for s1 and s2, but using the same eigenvectors from the shared covariance matrix.

The outputs will be eigenval.xvg, eigenvec.trr, covar.log, covar.dat, and covar.xpm.

**2.1.1: Plot the 2D PCs or 3D PCs (phipsi/projection/CalcProject.sh)**

To analyze your PCA results, you can plot 2D or 3D projections of the data onto the eigenvectors of the covariance matrix (the so-called principal components, PCs). To get the free energy landscape along the projections of the first 2 PCs (2D PCs),

gmx\_mpi anaeig -v eigenvec.trr -f dangle.trr -noxvgr -s resized.gro -2d 2dproj\_X\_Y.xvg -first 1 -last 2

For 3D PCs, anaeig does have a -3d flag, so the command below would work:

gmx\_mpi anaeig -v eigenvec.trr -f dangle.trr -noxvgr -s resized.gro -3d 3dproj\_X\_Y\_Z.xvg.gro -first 1 -last 3

Unfortunately, using the -3d flag for anaeig to create PC files does not list values of PC1, PC2, and PC3 in their own respective column. If you wish to create an xvg file that lists all three PCs in their own respective columns, you can run anaeig with the -2d -first 1 -last 2 flag and then run it again with the -2d -first 1 -last 3 flag in order to create two separate 2D PC files that contain the columns: PC1 PC2, and PC1 PC3, respectively:

gmx\_mpi anaeig -v eigenvec.trr -f dangle.trr -xvg none -s resized.gro -2d 3dproj\_X\_Y.xvg -first 1 -last 2

gmx\_mpi anaeig -v eigenvec.trr -f dangle.trr -xvg none -s resized.gro -2d 3dproj\_X\_Z.xvg -first 1 -last 3

Adding the column containing PC3 values to the file containing PC1 and PC2 will then allow you to have an xvg file with three separate columns.

Then you can plot the 2D or 3D PCs using xmgrace or other graphical tool of your choice,

xmgrace 2dproj\_X\_Y.xvg

References (highly recommend you read these!):

<https://www.researchgate.net/post/Can_anyone_help_me_with_doubts_regarding_dihedral_PCA>

<https://manual.gromacs.org/current/reference-manual/analysis/dihedral-pca.html>

**2.1.2: What Else You Can Do with PCs**

**Normalized Integrated Product (NIP)**

To evaluate the convergence of multiple simulations, NIP is calculated to measure the overlap of the probability density functions (*P*1(***x***) and *P*2(***x***)) of two distribution sets as longer time lengths are included. A value of 1 for NIP means perfect overlap and 0 means no overlap.
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![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAkkAAAB3CAYAAAAXb9TAAAAgAElEQVR4Ae2dCbUlMXJEP4TBYAjGYAjGYAjmMBCMwRAGgyEMhoFgn+vumM6vX4v2kupFnvNOvUUlpUK5hFL1u7++LEbACDyJwF++vr7+8fX19b8bvP7rSaBeNPa/LzIXbO/fFtHFavRDwPbVD0v3ZASMwMMI/MsG5CgSuIfh2n74//76+vrbQrP4n6+vL5PfhRakURXbVyOAvt0IGIH1ECBJRSLC+78OUpPqAcSMF1WE//g9Fok71eHo8yq71EHwDO0WjP8+dITyzrEHdCK5WvZGwPa19/pZeyNgBC4QYEefkpInjkL+9TdpOjsCnFEFiUROhK7kyv2rCSQETFfUDWzR7ZMqSm+zMdvXah5vfYzAhyAwK6mRqFKS9HRSpWpElSHVayQmVLbS8Vo+Q+r+82FyQlWQOTxBenPdFN3QEfzfLm+zMdvX2y3W8zMCCyEAWSHoHJGD0Qn3KHjPqNzcwa8gLLIC6RglELB4DHhUYQMnCNzRi9/Qj6pIWg0bqfcZHugIbjtUaahGoCvVxDfLm2zM9vVmS/XcjMBiCJBESRIQJJKakvERaRqVcJWoREi4jhqrBH4Sp3QCn1miCofGZi1KhCQSydJs0snYvHYQyAO6zlzfFXDZ2cZsXytYkHUwAh+AgMjJFSHRrk0JmyrHiKOnoyrWCrv7SJRm6SPiKsxJaKUS9aafWVUdxmE8yPYuIryv/GCXueTqqTnvZmO2r9wVdjsjYASaENBxUk4CThMuRKm3pGMQvFfZ3WvXPYtoUPlR8uJaKyLB6ms0ydMarrJuJbhRnQCnERuAEj1mtd3Rxmxfs6zD4xiBD0dAwaZk55zuPEuPgHIgT8cgaZHoVxCSyqwjJJEari2ElGpO7Gs0yVPi3amKJNvSpmEVe5Neo67RLnaxMdvXKGtwv0bACHxDgGBTs9uPgZX3I3bdCoRxLI78nhb9JV5O5a1FVxFYzb+FjB4dlbbodnWv8BllF1dj9/htd/1LMNjRxnZfn931L7EvtzUCWyMAsSGRlVSRNOH0+GZExQD9dPQhosCVIPO0gNmIOcd5pdW0FlKW9lVDjKNuV+/1rMjOlRgR9BrfuMJmtd9Su9jBxmxfq1mR9TECL0VA1QWSGVWKkmqQjiREXkgqI0TPAGkcri1HAiN0HNWnErXm3jJOSmpHrRc6St8Vqn61mOl4ciSZrNWt53072pjtq6cFuC8jYAROEUh3kSXkQwRLAWtkMkkJGWO2HD2dArLYD8KWa8naHE2D9Yn9jcIv2kUJ6T7S+cnv4pFIS3XlyTnkjB1tYgcbs33lrKrbGAEj0AWBI/KRm9jSCs/oB5kJ4DGg8/7NyavnsyJpX2CXu86lhqajkNaEWzruiPYilqMfch+he06fqV20EOe0r1E2ZvvKWVm3MQJGoAsCLUQn7ugIiCMrSUw27uwZjxfEbFSy7wJwQydpla+FECqxCLeRSV/PkLUk3AbYut6qI8o3EL4jYHa0MdvX0Ur6OyNgBIYhQDIj8EByShJxWoUa+YyLJp8SM5L+jHE1/sxrr2dFUnI5kszGsVirHgIJJpnHSiLYHPXP+BAbJVLmip3WEulIInrMZbU+drMx29dqFmR9jIAROEVAu2xVJ0goMyQdl/FnjT1jfhpDuHJtqWREcgF5INGMkkhie4zDEQ46s+a8R7hqTrEixti0xRY0NqQfosSrhijFSmvJBuK3qstfdrMx29fyJmUFjYARAAESTgywvK9JQrVokvTS8ZVEa/tc6T7mEudXe3QVj9nATORh1FxjdbF1DBGUI3IS7Y/ECV4QpGgDtIl2UkOk4zg197diMPL+HW3M9jXSIty3ETAC3RAgYfRI4rUKpQEeXUiIb5EU3yOicDVX8FG1BWxixeXqvtbf4vFNS1+QOUgPBOhMNBbzZO3Tf7MqxbCWaMrOZ2F4Nt/e36f47GBjWnPWpEVsXy3o+V4jYARuEYg79KfISRrkCZwcy7xBYjJgXndVOoI+SQ5M4trQT6yujMZGY0NwWoR1vCM1EaOj8VL7uMPwTF/6Zg0Y700S8dvFxmxfb7JAz8UIvBSBmHxIIKOPcK5gTAM9wf6q+nDV10q/KTEzn9IXmLBGT6yLdG0hzpC9I9KTro8SJmOeESqqS61YqCLXMqdU9xU+72hjtq8VLMc6GAEjcIoAiVeBiuvMKsWRUlQHjoL9EwThSL+a71KMIT3gfPXintpKSY2OZ/fINiAWtZJTRaJvjTXaDiMRr53T1X2s62x73dXGtOa2ryuL8m9GwAg8hoB21QSr0mcYRimNHgqeurYE0VF65var/w5Dc0mftcntp6SdqjetVTjpDLGoFe69Iw0QC43FdaSMIkmQ2uhPM4+KZ9kY9gR+VOHYzDBfnu2qtTOtue1rpMW7byNgBKoQIIgrSNUGuaqBM26Kf/UiHTlm2VEizszljjDUzpF+SZaRBLQQMpK+sB+d8OORb0vCzMEurkdO+9w2RzY7y6/inEbYGLbFuvDCpiC1EHHWTZVfiFPJRsv2lWtZbmcEjMB0BGJSKglsMxWNu3IC/6yE03uOSiLMgfe9RTjRN8kyrm0vkjT6L8F6EbscbCOhyGmf2yb2K3J59mxVbp+57UbbGATozJbSClqun0aSZPvKXWm3MwJGYDgCBDEFcXaEq0o8ghkdREdhwA5cWHMdUSUh2fCSRNzOEpvaXl1nJrGI0ahKm+YaCZm+63EF6zgP3s/wr9E2hu/dkb1Uh2iPZ9javs6Q8fdGwAg8hgBVI4I3O88ZAbxloqqQjCAWLXqV3JsmTqo8o6UXSUJPJX2qJKMk6jui0pbqLbsaMRZkgn55tRDUVOerz6NtLNcGYiUt185z+76a/91vb7Kvu7n6dyNgBBoQULAggI/erTeo+f+3snslgFLmz9mVto436v6YOJgPazBatM6M15qolcRGEtX4LM9IMibcsSnmNYIkaYyZ15E2llaIruJGPObNtRfb10xL8VhGwAicIkBw0w73KtDFDmYk9Die3sedca6uune1K5grEXCdIT1JkvSn+jJKVNkBn1ZSl6Oj5gRZeoNoPrKznnOKR2L0f7Vhicf4ufYi3XPb18zN9lWDmu8xAh+EAIGNhFBSleFYbmTgOoNfx4EE5NwHQM/6evp7CJ4SF9fc3XWr3j1JkhLMSEIRMbojxfzeiqPGm1G1al3Lu/tn2Bj2RJXobm1iJSkXW9vX3Qr7dyNgBIYjQCAqIUgoRMDLDXS9JkAQ1s7y7kHRXmOO7CdWxEjMYDpDepIkHXui/wiJpJi1vxP04VUrsTJiG6tF8fi+eOyXa+u2r2Ms/a0RMAKTEGDXXUqQUI37cgNdr6mgJ8m4tVLQS5/WfmLSYF6QlxnSkyRhA+jO6+qo5WxeEF/6OKsKxiR5t+4iOC04xsrLmU5nc1nx+6dsLMVCa1NqK7avFEl/NgJGYBoCJKAagqSANzOJKNij71tEVTEljlnz6kmSYqWH9yUSCQkYHJHuiBE2cCVUflqqSPSNTWs9WsjWlZ4zf4v4Ma+nJJLdkufKbF9PrZjHNQIfjoD+Yojgxfvcl4gVAZckN0PibnLWmKPnlRKEuypJT316kiT0Eqk4IjlXessGdX+aPPmdo2A9l3KFEeQGQlBTzYo6Sif62l2etLGIXbQ38C0V2YftqxQ5tzcCRqAKgfRZGAWh0mvV4IU3tewkC4ea2jwSP3CvSR61CseklRKTmj5FYu4qPWnfEYO0oomOEBUSvao7Z8RFBIl7WgUixnqUzqV13BH3R3xn25jmA2ll3VrGt30JTV+NgBEYjkAkHQSu2teMY6+4Ey7dRQ4HsnAAkgXzIZGnyYs1IDmT7PmddiOFMbTuPUhSbfVFCRRb0lEdcwcfEqu+AwuNAU604V5+h8zQtgdBYhzhwlrsJivZmLATwWnxX639GUnWWOnV9pUisvlnFpRXjqhtbvucPt3mMxCIzwYoIdRcr44+eiFJ8kS3VXb1BPoaUlGDOfeMkt4kCdIiGyolK8QwkqDWmkTIeh8RRUgRdkcbxiMBtyTfFF/61zx2i62r2RjYslbgGcluinnOZ9tXDkqd28gRzq444ZGTXqkRA89Zv/o+deySe9UHV4JEKgogsV3Ne4IW/RPAWo081dGfjcAdAgqw2OEKQtLEj2oqDMQS7st94W8jk3SMNzWk72g9VDEgXuwqqljM2AD0xmg1GxOZLc2jZ7jYvs6QGfQ9gYEXZAXH0AJEMlEanAlq9Mcu6Kg/7ZAYL91tcS8BVHqd7QrolzFoR/sj8hLnhS5xTnrP9/Rz9EI/xleS0j3gQd8WIzAaASWrms3KKN3kk6P6n9nvCJJEPCJWlMbNmfO+G0sbzKO4enevf/+DALkDOzgj+uBLLisR21cJWgPaKmjISUQMCNa1okWlLwJsqUBIpAdXdKuRqAf9lAYx9Ii4YNy9dgc18/E970Yg2usqyQo98B02F28QxTvm1HPjoziRbgJ3wEx2Vxofd5jbTB1VJDgjSOjC5rwmJ9q+Zq5kMpaChoIhwUOvFodXNSYZLuujdJIetc6b9lPK4FEWg2d86YKxmihlLaMbFSCATcnGeibvAhV+NI06rULafihZ+EWMCT1xJvmxfjuSScXqnngULsv2zVn3nLXXiUjphG1fpYh1bK+gQZcqqytY15IT+mJRa0gJ90qnVj1ikKevWn3SfiBKFiPQC4FIxHMCba9xr/rBB7V7fZO9x9hCjOop2kwRL3YR4VEbG3eZ50g9lTfB8OqlfFa74bB9jVzFi77lJGqihdCC1h67EYDYodSIdJIOtWQtJTctgYDkJX241pRMa7DwPe9HQDv5FvvsiRIVhTfaOvFACY35gTex5up4pARXVeNXIbo5uoMBWICDpRyBaE/RZ67e19qb7at8fbrcIUKizvQ5LnKNA72NJKWJA3wsRqAVAQVZqjW1wbNVB91PEFbSjP5fu/NVv09ehW+cz9n72s1YnJ82UzUxM/Yz472eRQIjSzkCR7nyzLbi9+Uj/bnD9vUHi2nvtNBxQP2FjRa2Jni8jSSJxQsTrjsnj7jefv8MAkpS2NJTSZXqChuAtIIsO3/DURvk846A5rTJsRL6AcuamJnTf6826MnarlK97DWvt/dj+3pghY9IEmqkQbN0t/E2kiSclDy4+kHHBwz2JUNGexppR0r+kCFIPWOxCWJHSpKM9nz0vva4/SXLVDUNHfOXxsyqwSpv4oh3heplpfoffZvta/LyK1inw+r7GDhLKidvI0lHlSQqARYjUIqAdvHRt1Z9TxywlCOgeEEcXE10UuC1XW1l8vWxfeVj1dxSZOioIzmTAnhJCfltJCkejQgPGL3FCJQicPTcj2xqpWuJv5di8AntlchW2kxRScTGTJD2t0Db16Q1vCJJqJAG9NwS8ttIUkoYa/9yb9KyepiFEcB28KvVXyOPARdenq6qEV9Z5xWECia6eHO3wmr00cH21QfHy17uSJLOP+MOFwZ7J28jSenzG+BmMQJGwAgYASNgBF6MwB1JYuoQnkiSch74exNJonoW5+8d9osdwlMzAkbACBgBIyAEckgSbSnTRqJwd+z2FpKUEqSVni/QGvpqBIyAETACRsAIDEAglySVHrvtSJI4s2eeHCdCjuIRG38yze8jhDHjWJGMznifUxkcMW/3aQSMgBEwAkZgaQRySRKTKDl2W5EklRIOqmc8sA2JGSmQLx7m5a+Jnngx9igCOBI3920EjIARMAJGYCgCJSQJRdJjNyosR7IiSaJiwnyvXhAiE4ajFfV3RsAIGAEjYAQ+DIFSkgSJSCsyR8/prEiS/O++fJhxe7pGwAgYASNgBFoQKCVJjKV/kExk6eiZFpOkllXxvUbACBgBI2AEjMDjCNSQJJTmORaRJK7psZtJ0uNLu4QC0Ub8/rvPGA/jYRuwDdgG1rKBH4mzliTx3E66uPHYzSTpB9Qf+UVqI/7802+MiTGxDdgGbANr2MCPRF1Lkujo6tjNJOkH1P7CCBgBI2AEjIAR2AmBFpLEPNNjNz4jJkm/gfDFCBgBI2AEjIAR2BOBVpLEsVv6DyFSYTJJyrcHMIRc8s8rzP53khhTxDZfY7c0AkbACBgBI/ABCLSSJCDiWaT0PJV/sbo2+Uon9Vn7p/vpP1dQ289oM0DPlGhq7jOuR3+dOHrO7t8IGAEjYASMwPIIiJC0Kspft6UJ3SSpFVXfbwSMgBEwAkbACDyGQC+SdHTsZpL02LJ6YCNgBIyAETACRqAVAf4zVypAPSQ9djNJ6oGq+zAC4xDAZ/FTjqI5duUZNY7K4z/nMW5092wEjEBvBOzTnRHlAWtIEhWlHhKP3Z4mSaqS6RiQJGAxAkbg13/ajH/y4g8t8BU2TMQDPR8HceK7EbIKCaMCPmqOI3Bzn0bgDAGebX3Kp1/rz/GB4VpCky5YPHar7fPo319Kx8n5zMKJIOmac5/b9Ecg2oXWYtUrlZS3CwQIPzsS1ir+R9a9AyAbqdrYcKRv63eqnrX282n326fXWvGnfPp1/kxg/OvvIJUmKXaQTJjfW3ZX3EvfOYEQRyMI80I3EpR2slE/Ahm7XNrQ9ki/2A9zOOoHQ4r99KqgreUu62mT/qVhXNsV36+HYD+N8DH840rS9cJPewgxAR9cSZgbOhH7LPkIpDayoh9HnfJntl/Lp3z6lf4cjebqfQ7BuTIlgnBO0EmPxK50ir9BmlI5IkXxnqP3n1A1SHF66jNYp2twl6xrdSXxEcR5QaivNgepTnyGcM+QqKf0LbnWkBfN984/+V1t2Vi0Cv3hozU6t459dz+Yo5vjwR1S33+3T3/H4wl/RgP56Uyffq0/s4h3QSqnzXfTaPtUMp7aHs3h6rdUQ7VNv/fnsQjEYxw59lFVcKwWv57BOas2olfrJiFHf4ibMOhxRWfIzJFvSB/IQByLz2dCX2rbigdY09cTa302v/R7dENH1sWSj4B9+hdWT/gzIz/h0/bnfP9wSyNQhEDq0CSlp6sLVI04bhEh0PWKbBRN+qQx/ccq11GyIfDqGDm98htEht18WkU9q/wwpubH9WqOjKe2R5Xbk2n9+Fr97FClUfXMx/A/lvH0C/v0L2ie8GdGnu3T9udTV/APRqAPAkc7rtZKRQ/NtDsSMTgjGj3GOupDlQyNjz4lQvCKZOkMUwgAc7uqIjEubaTLXRn/Sk904rWDkHDQdbXnplbHzj79c4Vm+TMjz/Rp+/PPtfY3RqA7AtqxKwlznU1KjiYVn5GbnSgjKQEPgmypRP3po6V6E9eodm30zApJdBfROtTOeZd59tYz2ov8egUMo0/M9GnZkbB42p9Z77hGNWtjf+7tNe7PCFwgcHTERUB7WmJQnakPlR8FVK61EgMh/dTMoaSEf6ancJyZmM50Kf2e3TLYgYMlHwH79B+sVvJntGr1afvzn7X1OyMwBQE5XSQGqyRUlcpbKjGlIEYcWp4BSo8+auagHSM61VaBlCRq7y/Fr2d7Hb1COC35CNin/2C1kj+jVatP25//rK3fGYFpCKQlaQLLKomJoDDrWZo0uZQ+jxQXTA9WKkiXEq6oS60e8WHeHasxq+uPba7iJ9H2eG+f/lW9lf9xrfUj8Gz1Z/po9enV/SG1wfTz7vqn8/HnD0NAO5QYVAgMT4scq+ZZglLd08TSMmbaV0l1DkKjo6aWwK5d66qJPGd9ZJfguZrgKyXrOlt/YfepPp364FP+zLr38Gn782wP8nhGICAQnTgGVUjK00Kwm3FclCaVlnlDTCKO9J0r+mcIWomBxl+B7ObOPW2nY8sVyQj4zqpyprjkfP50n17Fn1mrHj5tf86xercxAgMR0DNAckaupcdEA9Ub3nXPeZPUY3+5FSEF9pZdL0DF4wGS5a6iSiJYtmLSGwN0WpkkMd9P9unof61xrNafWYMePm1/7u297s8IVCJAMo/Bhfe5Cb5yyCVui88LtM457Yv+cogKwZSk26N6p9J8a3JYYXGUoJjTSsK6rk6SwOsTfTr1wZYYlvaV689g38un7c8reb51+XgEVBomGOi12i6+9yL1fH5BAU3Y5SR3gilk4IxMgX8J4SF5M35LcuiNcW1/OrosmX/tWCX3ge8OJIk5fZpPP+3PYN7Tp+3PJZ7ptkZgMALxiEOJHic9S+CD1ZnSPQFNc+VaKyl2EJ87gQSQxK7wJejnkC3Gijr0eh4J3dAhJlswO+qf8ZmTAjsYQNau5neFUUx4V+1m/7YTSYo2ITt/s08/6c/YYU+fjmt35G81dm9/rkHN9xiBgEA8A1dQJfC8VTRHri0Vi0giSEIEuCshmPK6E/qFLORIXLu78XP647iBuaAn7xGummskb4xNW3TV2FTBIEpXlbLf3R5e4nM1K1U0sRXmuotEu5C9v9WnNb/Z/owt9PbpuG7yqRabsz+3oOd7jUBAAGePwYb3uYk6dLP8W4JGnGftEVU8ZoMQ3AU0tYdsXL2kWy5BQH/d0wq+CMrR2OxGNQ6BXMGXq4Q2YKF2NfYTx6m5X7r0vjKnnUgS8/8En37Kn8F3hE/bn3t7rvszAh0RiAlOiS4mwY5DPdYViVdz43pECK6UAw9VVbg/VlbO7lMwjePevYcs5Eg8ashpf9YGkgcJgACdicZi/thK+k81pNjWElBhk4Ptma69v0en3UgSGLzdp1Obm+HP4DrKp+Vj2FuL2J9b0PO9RuAEgXRXhqMSZN8kMQgxvzsyQrAh8BKMY8KhnxwCeYQp4969cjGXTq0JnKrDHamJ2B2NlyasO2zP5kjf4MN4qwj6HM15Ff3O9Diyvzf5dLRJ1ujO5lr9GZyPML3zZ37PEftzDkpuYwQeRCBNdDg3CfQtogScE9TSNgRk8CHQriLSsSXxQQJzCIACOGOeESqqS60YqVLXMqfe68OcczDqPW6P/t7s0/bnnxZif/6Jib8xAl0RSHdnJIirY5iugw/sDHIjUsGVebIrvHpxz93udKDKt11rPhCLWsmpItG3xuIKZqMk2t+oMUr7Zc67kiTmGjHVOu7u0/bnYyu2Px/j4m+NQDcEIAVHO7SVKig1k9V/e6EkkT5TU9Pn0/doLiTBWuHeu7VNjxhqx8q5Lyb0nPYz2uxOkt7o0/bnY8u3Px/j4m+NQFcEKNkqAevaUq3oqlxlZ+ywNBeud8Sgcphpt5H4NJ/RR6LxyKaFkOWAE9cpp/2MNuC8cyUJjN7m09FO7M9lXvDp/lyGllsbgRME4p+jKhnjXLtKrI7tnvBYg0iSRv8lWKzujK7AxeTXy9bAijnwnFPNS/Zfcy/3jCaWuTi9yaftz7mr/rPd7v78c0b+xgg8hIAeolWS2PU5hqPnFx6CtNuwM0mS1p/r6ApcDOC9wELnmFTjfGa8Z2zWawV5g0/bn9ssKdr8jv7cNnvfbQQ6IhCfRRldreio9o+u0ucXdq6Ixckp2I08bos2MKMCpyQ+Y6yI5dV7cF5Jnytd736L67mrT9uf71b5/Pe4/jNsekV/PkfHvxiBQgRk4KscFxSq/8/m8QiHhEegeIOIJI1cn3hEM5KMaT04nlqNlKymj7Cqub7Bp+3PNSv/6x77cz12vtMIfENA/6osSWuVo4JvChZ8YMckQsF1lujfLBl1TKl5kfhGiZIquI1+Hok5aE7Y3SryFpL0Fp+WjcinR9oJvssmBHtkXPwBHEf4tOZlfx65ou7bCHRAIJazR59Zd1D3sovZzy8wHvjFZ2tGkQsRmJGEQomI650t8HtrVUvjzahaXRpO+BGdSGA7y1t8epY/y5axZ7Cj+symh6N6kRn8ju96if25F5LuxwgMRCD+qfCI3dJA1Q+7jsmBZDfqeSQFOAIoCZ5xlPBHkSRVBhhnhERbyCEJ6MOrVuLD6BwLrCK7k6S4jrv79Cx/hgCd+S12Kn/HNnphan9exeOthxE4QYDdk3ZJKyWpE3Wzvp71/AKBMx5Lxgckz4Jt1gQuGkUiFse+uOXbT6w3fZwF+Ri07ypEjE/CaHneK1YJznT6NoFJH3YmSW/z6Rn+jN3fxb9oq9hHjf+l5mt/ThHxZyOwGALsnnD4u4S4mNqX6oj0MS9es2QGSYoVAt6XSBrkCdCpROzujr9IKi1VJMaGGGmdWshWOo/Wz+iUU0lrHWfE/W/z6WiTo/xZNnhn85GwHflP6Xran0sRc3sjMBEBOTxB9S2SEoGZ5G8GSWKdFNBLgzSkRvdyTatd/M6Rgo4VrrCD3JC8WnfT0mk1QgI+q+mU46Nv8+kZ/pyOwecziZWfK/84u//oe/mk/fkIHX9nBB5CIDr7VVB4SL3qYeO8CD4k4VkyiySJxNztetN5R2wgxpHgoDukAFtQdeeMJIgg9aj8kGhYp9K5pHPr/XlHkhTX9y0+Hec0yp91bEz/vKJfpHYl36AdfthD7M89UHQfRqAjAi0l3o5qdOmKgEZCIGGnAZVARhImsPH76MTBGAq0aZWmy2R/d1JbfQEriA8ESUd1YAJufK/vGEZjgB9tuJffITO07UGQGEd4sUYrCXqdkcSV9JQub/Hpp/xZ8eMuRsQY04vYy9dK7c3+LOv31Qh0RIAgoMSEw+8s8SFjzenu2voMzRVes0hSXMNSskJgJSjruRUCM8H+KDmQeCFJtAFXdrw9bSYmdvRaSZhvadJ6Sv9oDz3XZ/Z8VvPno/njK4oxvbCO62d/PkLd3xmBiQgoOfbaBbWqTqCprboQXKhA5L5IyiOT8SySBOYq0UN4dhXtoCFiq8lOJOktPr2aP6c2SewQQeLaM5bYn1O0/dkIPIAAyQjnJqiuIAo6qx211GIzkySB2UprWYOZKlSQ19UEbHeoJNmn51lOrHTVbuzOtLU/nyHj743AJAS0ayfws2NbQRR0VtClhw4zSRL6imSUluh7zLW1j9WTwg4E1D7daoX590ffHlW9tT/nr4dbGoGuCCghEfhX2bXreZRVjv16AB4Dae+d5pF+HFWypjtiqEXw03sAAAJpSURBVArIDJyOsLv7Dv1WxtU+fbeC/X6n4i0CM4ogoa39ud+auScjkI1AfChwlYQUdVqFtGUDetFwNklCFT2Pskp18AKef/4knHgOw1KOQPQf+3Q5fqV36HmhXg9qX41vf75Cx78Zgc4IsAOS062yKyZBalfG9U2i5E91Z1by2rEip6QDXpYyBOzTZXi1tlbFc9Zmzv7cumK+3wgUICAHX2XHDnGAQOg18s/xC2Dq1vQJkoTyEGAw3YF06JjobWvfzYhuOrJP3wDU8WewZiM3u0prf+64iO7KCJwhoIeicXJ2n08KuyNVD0SQuM7anc2a+1MkSdWFVf5q8Qxv9MQeVyHtZ3qu+r19et7KQJDwp7PYqZg2QiP78whU3acRCAhot/5kdYHdF5UjHfdFcsT7tx21Af9TJImx9ZzKyhUa7czPEk8wYb9NELBPJ4AM/EglByJ/Zac8nzTS1+zPAxfYXX82ArMSNQGEF87MrgpCxF9+EGAgQCkpSj+P/CuRpyxgFvZn82MdwHnGA6ZnOpx9z3qjGxhZyhCYZVf26V/xixh2J5Co0X5mf75bBf9uBAoRIMjlEJSUsDzx+Y3JMiaz0QH0zDQUWKk8rCJ6Fu2Naz4aY/v0aIT/9K/jTAjQ1UvxEl8bLfbn0Qi7/49CAMeWA698Xf3ZmRqjoaKmIAv2rAWkgCQ3WxiX8VcQ5o8u4GMpR8A+XY5ZzR3Rd3Nj5yzftj/XrKjvMQIHCPDMB0F19ReVhTdISWB9IzF8wxquPgf79PgVgoTkEqPYbrxmHsEIGAEjsDkC7CbvdpQ5bTaHweobASNgBO4R+D9FFbZqT6Ch0QAAAABJRU5ErkJggg==)

You can do 2D or 3D histograms on PCs and compare the resulting probability density functions of s1 and s2 with the average of the two for different time windows. In this context, each bin within the 2D or 3D histogram will have a probability density value *P*1(***x***), and you can calculate NIP by using the corresponding bins from a histogram for your second distribution set *P*2(***x***)

A script that calculates 4 NIP values (S1 to S1, S1 to S2, S2 to S1, S2 to S2) starting from the 3D PCA projections may be found in the repository (this script needs Python 2.7.6). Sanity check: The S1 to S1 and S2 to S2 values should both be 1, and the remaining two values should match.

### **Quiz:**

1. What is the difference between using the -3d and -2d flag for the anaeig command? Why might you want to create two different 2d PC files?
2. How can your PCs be used to calculate NIP?
3. What do NIP values tell you?

**3: Using Principal Components for Density-Based Cluster Analysis**

### 3.1: Formatting 3D PC files to perform Density-Based Cluster Analysis (phipsi/projection/driver.sh and phipsi/projection/Py\_combine.py)

Before performing density-based cluster analysis, you will want to ensure that you have text files containing three columns representative of PC1, PC2, and PC3 in your s1 and s2 trajectory. You can double check that you have correctly created this file by using the wc terminal command to check if the number of lines in your 3D PC files match the total number of frames in all of your neutral replicas. (eg. 5 replicas of 100 ns should yield a 3D PC file with 500,000 lines; 5 replicas of 50ns should yield a 3D PC file with 250,000 lines).

Once you have obtained a 3D PC file for your s1 and s2 trajectory, concatenate the two files to create a new .txt file containing the 3D PC information for both structures. You should name these PC files s1PROT.txt, s2PROT.txt, and all.txt (and PROT will be your protein sequence).

### 3.2: Calculating density in the 3D PC space (cluster\_analysis/\*)

NOTE: The following steps of this procedure will be heavily reliant on a variety of scripts. When using these scripts ensure that you are familiar with what each program does and what each output file is used for. These scripts are dependent on Python 2.7.6. This tutorial will give a general explanation for what is happening but it is still important to read through the scripts yourself.

Copy the files from the cluster\_analysis/ directory of the repository to your working directory. Copy the 3D PC .txt files created in step 3.1 to this folder, and run the following command:

python Py\_write\_dPCA\_min\_max.py all.txt PROT “time\_frame” DENSITY

Where you will substitute PROT for your protein sequence, “time\_frame” for the time frame that is being analyzed, and DENSITY for the grid density under which you will not analyze data points. An example of this command would be:

python Py\_write\_dPCA\_min\_max.py all.txt GNSRV “50-100ns” 0.1

This command will generate two files, driver\_s1.sh, and driver\_s2.sh. Each respective bash script will be used to generate the density profile of each respective structure.

Copy the sX/ folder to create a folder called s1/ and a folder called s2/. Then, copy driver\_s1.sh and s1PROT.txt into the s1/ folder, and the corresponding s2 files in the s2/ folder. The following steps will be explained through the s1 folder, but the same procedure will be repeated in the s2 folder.

Bash driver\_s1.sh using the following command:

./driver\_s1.sh

This will generate two .png files that plot the density from your 3D s1PROT.txt files on a 3D grid. One version of the file contains all the points in your s1PROT.txt file, the other will contain a plot of your PC space with lower density points dropped.

The command will also generate a s1PROT.den file, which will list the density of each 3D bin of the 3D PC space in the 4th column of the file. The command will also generate a s1PROT\_kept.dmtx file, which contains the distance matrix that will be used to construct the decision graph that is used when selecting cluster centers.

The wc of some of the files at this point will vary depending on the densities of the different points, but there are a few things to look for.

1. If you head and tail **s\*PROT.den**, you should see four columns. The first three columns give the x,y,z coordinates for the point in PC space, and the fourth column is the density of that point.
2. You should expect the same four columns in the file **s\*PROT\_kept.den**, but this time the lower density points are dropped. So if you wc both files, you should find that **s\*PROT\_kept.den** has fewer lines than **s\*PROT.den**.
3. You can head but especially tail the **s\*PROT\_kept.dmtx** file and should find that the last number in the file should match the number of lines in **s\*PROT\_kept.den.**

### 3.3: Using MATLAB to select cluster centers

To select cluster centers, you will need to use the MATLAB script Mt\_cluster\_dp.m. First open MATLAB, then navigate to the s1/ directory and type:

Mt\_cluster\_dp.m

This will run the script, which will ask you to input the distance matrix file. When prompted with this message type:

s1PROT\_kept.dmtx

A window should pop up, in which you are asked to select cluster centers. The x-axis represents the local density of a given point in your PC space, and the y axis represents the distance to the nearest point of higher density. Generally, select all points above ~0.5 on the y-axis to ensure that cluster centers do not include more than one structure. After selecting points on the graph, exit MATLAB.

This will output a file called CLUSTER\_ASSIGNATION, which assigns an index to each bin in order to separate your data into clusters. The CLUSTER\_ASSIGNATION file should contain the same number of lines as your s\*PROT\_kept.den**.** In this file each grid point has been assigned to a cluster number.

### 3.4: Plotting the clustered 3D PC space and calculating cluster populations

Edit the last lines of driver\_s1.sh by commenting out the lines that say “calc\_den #step1” and “clean #step2”, and uncommenting the line that says “calc\_pop &> populations.txt”

Bash driver\_s1.sh:

./driver\_s1.sh

This should generate a file called populations.txt, along with new .png files that plot the 3D PC space while marking separate clusters by color.

Note: GRID\_ASSIGNATIONand GRID\_ASSIGNATION2 should have the same number of lines as CLUSTER\_ASSIGNATIONand s\*PROT\_kept.den**.** The file GRID\_ASSIGNATIONtakes the grid point coordinates in PC space (the first three columns) and assigns the grid point to a cluster number (fourth column), then the fifth column is the density of that point. GRID\_ASSIGNATION2 is the same, without taking density into account. The file populations.txt will contain the percentage of grid points belonging to each clusters.

Return to your cluster\_analysis/ folder and run the following command:

python Py\_write\_dPCA\_assign\_fortran.py all.txt

This will generate a file called Assign.f90, which will be used to assign frames from the s1PROT.txt file to specific clusters.

Copy Assign.f90 to the s1/struct folder. Then navigate to s1/struct/ and run the following command:

gfortran Assign.f90 -o assign

./assign ../s1PROT.txt assignments.txt

This will generate a file called assignments.txt, in which every line of the s1PROT.txt file has been appended with a cluster index assignment. Note that 0 corresponds to no cluster assignment for that point in PC space.

Note: assignments.txt should have the same length as the total number of frames in all of your neutral replicas . This is because each frame (number in the first column), with its grid points in PC space (next three columns) will be assigned.

### 3.4: Generating the cluster.ndx file

After obtaining the assignments.txt file, bash the driver.sh script that should already be located in your s1/struct directory.

bash driver.sh

This will generate a large index file called cluster.ndx which contains information which assigns every frame of your s1 trajectory to a cluster center. This file will be used in Section 4 to generate cluster trajectories for your s1 structure.

Note: The number of states should be equal to the number of clusters. State 0 corresponds to the points that were dropped because of low density

### **Quiz:**

1. Why is it important to columate your PC files?
2. When using the Py\_write\_dPCA\_min\_max.py script, what are the input values used for?
3. When selecting cluster centers, what do the axes of the graph mean?
4. What information does the assignments.txt file hold?
5. What information is in the cluster.ndx file? What is the file used for?

**4: Generating Cluster Trajectories**

### 4.1: Using your cluster.ndx file to extract frames for each cluster (cluster\_traj/Sh\_make\_cluster\_xtc.sh)

Now that you have obtained a cluster.ndx file for both the s1 and s2 structures. You can use this index file to extract frames from your trajectory that correspond to your top populated clusters. This can be done using the following command:

gmx\_mpi trjconv -f s1cPROT\_all.xtc -s prot.gro -fr cluster.ndx -o s1\_cluster{X}.xtc

In the above command, s1cPROT\_all.xtc is the concatenated raw trajectory file that we created in Step 1.1. Trjconv uses this trajectory in combination with prot.gro, a .gro file containing only your protein structure to extract frames of the concatenated trajectory that correspond to the clusters in cluster.ndx. When prompted by trjconv to select groups of frame number indices, choose the highest group index, since this index corresponds to your most populated cluster.

Then, when prompted to select a group for output select the Protein option (Note: if your .gro file only contains your protein structure, selecting the System option will give the same result). Repeat this process to obtain trajectories for the five most populated clusters of both your s1 and s2 structure.

### **Quiz:**

1. When using the trjconv command, what does the -fr flag mean? How is it used in this section?
2. When prompted to select an index, which index number will correspond to your most populated cluster? Which index corresponds to the least populated cluster?
3. What would be a good way to check that your trajectory does not include any solvent in this step?

**5: Creating Ramachandran Plots**

### 5.1: Preparing cluster trajectories to plotted (rama/driver\_calc\_dihed.sh)

Now that you have created xtc files for the trajectories of your top clusters, you can use these files to create ramachandran plots of your data. You can prepare your trajectory files for plotting by rewriting your xtc files to list the dihedral angles of the residues in your CP sequence using the following command:

gmx\_mpi angle -f s1\_cluster{X}.xtc -n dangle.ndx -type dihedral -all -ov s1\_cluster{X}.xvg

This command will create an xvg file that lists the dihedral angles of all residues in your CP sequence. The format of the data in this file is:

Time (ps) , Average\_Angle, *φ*1, *ψ*1, *φ*2, *ψ*2, … , *φn*, *ψn*

### 5.2: Modifying your xvg files (rama/Clean.sh)

Once you have obtained xvg files for the top clusters of both your s1 and s2 structure, you will need to make one last modification before you can plot your data. Copy each .xvg file as a .txt file, and delete the header of each file. This is done to make your rewritten trajectory files compatible with the script that we will use to plot your data.

### 5.3: Plotting Your Data (rama/calc\_rama.sh and rama/calcFreeEnergy\_v2\_5mers.py)

Copy the above scripts to your directory.

Open the Python script and edit “cvvals=np.loadtxt…” to use the correct number of columns in the cluster{X}.txt file. This python script depends on Python 2.

Eg.) cvvals=np.loadtxt(“...”,usecols=(2,3,4, … , 11), “...”) for a 5mer, or cvvals=np.loadtxt(“...”,usecols=(2,3,4, … , 13), “...”) for a 6mer.

Then, edit the last line of the script, “MakeFigure(10,2, INP, OUT )”. The 10 and 2 refer to the width and height of your plot. For a pentamer, (10,2) works well as input parameters. For a hexamer you will want to change the input to (12,2), (14,2) for a heptamer, etc.

Once you have made these changes, you can finally plot your data. Run the script using the following format:

python calcFreeEnergy\_v2\_5mers.py s1\_cluster{X}.txt s1\_cluster{X}.png

s1\_cluster{X}.txt is the corresponding txt file for the Xth cluster trajectory, and s1\_cluster{X}.png is the .png file that will contain ramachandran plots for all residues in your CP sequence in cluster X.

### **Quiz:**

1. Why are you creating .xvg files from your cluster trajectories? Where are they used?
2. What modifications must be made to the calcFreeEnergy\_v2\_5mers.py script for it to work with your cyclic peptide sequence?

**Quiz Answers**

### Section 1

1. What three modifications must be made to your trajectory files? Why must these changes be made?

The length of your trajectory is trimmed, the trajectory is desolvated, and periodic boundary conditions are removed. These changes are made to ensure that only the specified portion of your protein structure’s trajectory is being analyzed, and that the trajectory that is being analyzed does not include structures split between periodic boundaries

1. Why must trajectories be rewritten in terms of dihedral angles?

Trajectories must be rewritten in terms of dihedral angles because dPCA calculations are reliant upon using the sine and cosine of each φ and ψ angle in the protein backbone.

1. Why is a dummy index file created? What is the significance of the number of values listed in this dummy index file?

The dummy index file is created to generate a dummy gro file that can accomodate the number of parameters that will be used in the dPCA calculation. The equation M = (2\*N)/3 is used because it specifies the amount of lines needed in a gro file to accommodate the sine and cosine values of each dihedral angle in your protein sequence. (3 values per line in the gro file, 2 values per N dihedral angles in your structure).

### Section 2

1. What is the difference between using the -3d and -2d flag for the anaeig command? Why might you want to create two different 2d PC files?

The -3d flag will output three PCs from your analyzed trajectory, while the -2d flag will output two PCs. You will want to create two different 2d PC files in order to create a new 3d PC file that is in a columated format, where each column corresponds to PC1, PC2, PC3, respectively.

1. How can your PCs be used to calculate NIP?

Your PC space can be used to construct a histogram that can be used to measure the population density in each of the bins that are used to construct the histogram. These bin population densities can then be used in the NIP equation to calculate an NIP value in each bin.

1. What do NIP values tell you?

If NIP values for s1 and s2 are pretty far away from 1.0, it is a sign that your simulations are not converged as the structural ensembles of your two runs starting from different conformations are not similar enough. Therefore, check back to restarting/continuing your BE-META simulations in “3.CP: BE-META simulations”.

### Section 3

1. Why is it important to columate your PC files?

The scripts used to calculate density profiles require your PC files to be in this format.

1. When using the Py\_write\_dPCA\_min\_max.py script, what are the input values used for?

all.txt is the file containing the PC1, PC2, and PC3, values for both your s1 and s2 structure, PROT is your protein sequence, time\_frame is the range of time that is being analyzed (note that this value is only used for labeling the generated figures, and does not affect calculations), and DENSITY is the density beneath which points will be removed from the PC space when selecting cluster centroids.

1. When selecting cluster centers, what do the axes of the graph mean?

The x-axis is the local density around a given point, the y-axis is the distance from the point of higher density

1. What information does the assignments.txt file hold?

assignments.txt contains the cluster indices that are assigned to each point in your 3D PC space.

1. What information is in the cluster.ndx file? What is the file used for?

The cluster.ndx file contains a list of the frames of your molecules trajectory that are clustered to specific cluster centers. The most populated cluster is listed last in this file, and the least populated cluster is listed first.

### Section 4

1. When using the trjconv command, what does the -fr flag mean? How is it used in this section?

The -fr flag is used to extract the list frames under a specific directive of your inputted index file. It is used in this section to select the directives within cluster.ndx that contain the frames of the highest populated clusters.

1. When prompted to select an index, which index number will correspond to your most populated cluster? Which index corresponds to the least populated cluster?

The index with the highest values corresponds to the most populated cluster. The index with the lowest value corresponds to the least populated cluster

1. What would be a good way to check that your trajectory does not include any solvent in this step?

When selecting a frame index from the trjconv command, check to see that the number of atoms classified as “System” matches the number of atoms classified as “Protein”

### Section 5

1. Why are you creating .xvg files from your cluster trajectories? Where are they used?

You are creating .xvg files from cluster trajectories so that you can generate a file that explicitly lists the backbone dihedral angles of every residue in your protein sequence. These values can be used by the calcFreeEnergy\_v2\_5mers.py program to create ramachandran plots.

1. What modifications must be made to the calcFreeEnergy\_v2\_5mers.py script for it to work with your cyclic peptide sequence?

The number of columns used in the cvvals=np.loadtxt(“...”,usecols=(2,3,...,N), “...”) must be modified to match the number of dihedral angles in your CP structure. The “MakeFigure(10,2,INP,OUT)” line must also be edited to adjust the width and height of your plot and accomodate for the size of your cyclic peptide structure.